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# INTRODUCTION TO C++

C++ is very similar to the C Language.

* For the input/output stream we use **<iostream>** library (in C it was <stdio>).
* For taking input and out we **cout** and **cin** (in C it was printf and scanf).
  + cout uses **insertion ( << ) operator**.
  + cin uses **extraction ( >> ) operator**.

**EXPLANATION OF BASIC C++ PROGRAM**

/\* Comments can also be written starting with a slash followed by a star, and ending with a star followed by a slash. As you can see, comments written in this way can span more than one line. \*/ /\* Programs should ALWAYS include plenty of comments! \*/ /\* This program prints the table of entered number \*/

* **The #include Directive**

The #include directive causes the contents of another file to be inserted into the program Preprocessor directives are not C++ statements and do not require semicolons at the end

* **-Using namespace std;**

The names cout and endl belong to the std namespace. They can be referenced via fully qualified name std::cout and std::endl, or simply as cout and endl with a "using namespace std;" statement.

* **return 0;**

The return value of 0 indicates normal termination; while non-zero (typically 1) indicates abnormal termination. C++ compiler will automatically insert a "return 0;" at the end of the the main () function, thus, it statement can be omitted.

* **+Output using cout**
  + Cout is an object
  + Corresponds to standard output stream
  + << is called insertion or input operator
* **Input With cin**
  + Cin is an object
  + Corresponds to standard input stream
  + >> is called extraction or get from operator

## Sample C++ Code:

#include <iostream>

using namespace std;

int main()

{

int var = 0;

cout << "Enter an Integer value: ";

cin >> var;

cout << "Value of var is : " << var;

return 0;

}

Sample Run: In this sample run, the user input is shaded.

Enter an Integer value: 12

Value of var is : 12

# ARRAYS:

* An Array is a collection of fixed number of elements of same data type.

## 1-D ARRAY:

* 1-D Array is a form of array in which elements are arranged in a form of List.
* To declare a 1D array you need to specify the data type, name and array size.

### 

### dataType arrayName [ arraySize ] ;

* Following is the declaration of a 1D array.

int numArray[5];

* + Data Type: Integers
  + Name: numArray
  + Size: 5
* To access array element you use the array name along with the index in subscript operator **“[ ]”.**

### numArray[0], numArray[1], numArray[2], numArray[3], numArray[4].

* + Index of the array starts with **zero ‘0’**.
  + Index of the last element is always **‘size - 1’** (in this case it is 4).

## Example Code for 1-D Array:

//Program to read five numbers, find their sum, and

//print the numbers in reverse order.

#include <iostream>

using namespace std;

int main()

{

int item[5]; //Declare an array item of five components

int sum = 0;

int counter;

cout << "Enter five numbers: ";

for (counter = 0; counter < 5; counter++)

{

cin >> item[counter];

sum = sum + item[counter];

}

cout << endl;

cout << "The sum of the numbers is: " << sum << endl;

cout << "The numbers in reverse order are: ";

//Print the numbers in reverse order.

for (counter = 4; counter >= 0; counter--)

cout << item[counter] << " ";

cout << endl;

return 0;

}

Sample Run: In this sample run, the user input is shaded.

Enter five numbers: 12 76 34 52 89

The sum of the numbers is: 263

The numbers in reverse order are: 89 52 34 76 12

## 2-D ARRAY:

* 2-D Array is a collection of fixed collection of elements arranged in **rows and columns.**
* To declare a 2D array you need to specify the data type, name and no. of rows and columns.

### dataType arrayName [ rowSize ][ columnSize ] ;

* Following is the declaration of a 1D array.

int numArray[5][5];

* + Data Type: Integers
  + Name: numArray
  + Rows: 5
  + Columns: 5
* To access array element you use the array name along with the rowIndex and columnIndex in subscript operator **“[ ][ ]”.**

### numArray[0][0], numArray[1][1], numArray[2][2], numArray[3][3], numArray[4][4].

* + Index for the rows and columns of the array starts with **zero ‘0’**.
  + Index of the last element in rows and columns is always **‘sizeofRow - 1’** and **‘sizeofColumn -1’** respectively (in this case it is 4).

## Example Code for 2-D Array:

//Program to read a 2D array of size 3x3 find the sum for each row,

//print the sum line by line.

#include <iostream>

using namespace std;

int main()

{

int item[3][3]; //Declare an array of size 3x3

int sum = 0;

int row, col;

cout << "Enter array elements: " << endl;

for (row = 0; row < 3; row++)

{

#### for (col = 0; col < 3; col++)

{

cin >> item[row][col];

sum = sum + item[row][col];

}

cout << "The sum of row " << row << " : " << sum << endl;

}

cout << endl;

return 0;

}

Sample Run: In this sample run, the user input is shaded.

Enter array elements:

12 76 34

The sum of row 0 : 122

52 89 48

The sum of row 1 : 189

22 63 99

The sum of row 2 : 184

# POINTERS:

A Pointer is a variable whose content is a memory address.

## Single Pointers:

* To declare a single pointer variable you need to specify the data type, an asterisk symbol ( \* ) and the name of the pointer variable.

### dataType \*ptrName;

* Following is the declaration of a Pointer variable.

### int \*ptr;

* + DataType: Integer
  + Name: ptr
* Pointer variable holds the memory address of the variable which is of same data type (integer in this case).
* To assign the memory address of any variable to the pointer variable we use **Address of Operator ( & ).**

### int intVar = 5;

### ptr = &intVar;

* + In this statement **ptr** now holds the memory address of an integer variable **‘intVar’**.
* To access the value at the memory address (currently stored) in the variable we use **Dereferencing Operator ( \* )**.
  + Do not confuse this with the symbol used for the declaration of a pointer.

### int intVar2 = \*ptr;

* + In this statement another integer variable **‘intVar2’** is now initialized with the value at the memory address which is stored in **ptr** (that is the value of intVar).

## Example Code for Single Pointers:

#### The following program illustrates how pointer variables work:

#### 

#### #include <iostream>

#### using namespace std;

#### int main()

#### {

#### int \*p;

#### int x = 37;

#### 

#### cout << "Line 1: x = " << x << endl; //Line 1

#### 

#### p = &x; //Line 2

#### 

#### //Line 3

#### cout << "Line 3: \*p = " << \*p << ", x = " << x << endl;

#### 

#### \*p = 58; //Line 4

#### 

#### //Line 5

#### cout << "Line 5: \*p = " << \*p << ", x = " << x << endl;

#### cout << "Line 6: Address of p = " << &p << endl; //Line 6

#### cout << "Line 7: Value of p = " << p << endl; //Line 7

#### cout << "Line 8: Value of the memory location " << "pointed to by \*p = " << \*p << endl; //Line 8

#### cout << "Line 9: Address of x = " << &x << endl; //Line 9

#### cout << "Line 10: Value of x = " << x << endl; //Line 10

#### return 0;

#### }

#### **Sample Run:**

#### Line 1: x = 37

#### Line 3: \*p = 37, x = 37

#### Line 5: \*p = 58, x = 58

#### Line 6: Address of p = 006BFDF4

#### Line 7: Value of p = 006BFDF0

#### Line 8: Value of the memory location pointed to by \*p = 58

#### Line 9: Address of x = 006BFDF0

#### Line 10: Value of x = 58

## DYNAMIC VARIABLES:

Variables created during the program execution are called **dynamic variables**.

* To create a dynamic variable we use **new** operator.

### new dataType; // to allocate a single variable

### new dataType [ size]; // to allocate an array of variables.

* + The new operator allocates the memory of a designated type.
  + It returns a pointer to the allocated memory.
* Following is the declaration of a dynamic variable.

### Int\* p = new int;

### Char\* cArray = new char[5];

* + Line 01: creates a single variable of integer type.
  + Line 02: Creates an array of 5 characters.
* To delete the dynamically allocated memory we use **delete** operator.

### delete ptrVar; //to deallocate single dynamic variable

### delete [] ptrArray; //to deallocate dynamically created array

* + delete operator is used to free the memory which is dynamically allocated using new operator.

## Example Code for Dynamic Variables:

#### #include<iostream>

#### using namespace std;

#### int main()

#### {

#### int\* intPtr;

#### char\* charArray;

#### int arraySize;

#### intPtr = new int; // allocating memory to single variable

#### cout << "Enter an Integer Value: ";

#### cin >> \*intPtr;

#### cout << "Enter the size of the Character Array : ";

#### cin >> arraySize;

#### charArray = new char[arraySize]; // allocating memory to array

#### for (int i = 0; i < arraySize; i++)

#### cin >> charArray[i];

#### for (int i = 0; i < arraySize; i++)

#### cout << charArray[i];

#### return 0;

#### 

#### }

Sample Run: In this sample run, the user input is shaded.

Enter an Integer Value: 2

Enter the size of the Character Array : 2

a b

ab

# STRUCTURES:

* A structure is a collection of fixed number of components in which the components are accessed by name. The components may be of different types.
* Components of a structure are called members of the structure.
* To declare a structure you need to use the “**struct”** keyword along with the structure name.
  + The **struct** block then contains all the members, which are variables of different/same type.

### struct structName

### {

### dataType1 varName1;

### dataType2 varName2;

### . . .

### dataTypen varNamen;

### }

* To declare an object of the structure you need to use the **name of structure** and then the name of **structure object.**

### struct studentStruct

### {

### string firstName;

### string lastName;

### char courseGrade;

### int testScore;

### double GPA;

### };

### studentStruct Obj;

## Example Code for Structure:

#### #include<iostream>

#### using namespace std;

#### struct studentType

#### {

#### string firstName;

#### string lastName;

#### char courseGrade;

#### int courseScore;

#### double GPA;

#### };

#### int main()

#### {

#### studentType newStudent;

#### cout << "Enter Details for the Student";

#### cout << "Enter Student's First Name : ";

#### cin >> newStudent.firstName;

#### cout << "Enter Student's Last Name : ";

#### cin >> newStudent.lastName;

#### cout << "Enter Student's Course Grade : ";

#### cin >> newStudent.courseGrade;

#### cout << "Enter Student's Course Score : ";

#### cin >> newStudent.courseScore;

#### cout << "Enter Student's GPA : ";

#### cin >> newStudent.GPA;

#### cout << newStudent.firstName << endl;

#### cout << newStudent.lastName << endl;

#### cout << newStudent.courseGrade << endl;

#### cout << newStudent.courseScore << endl;

#### cout << newStudent.GPA << endl;

#### }

#### Sample Run: In this sample run, the user input is shaded.

#### Enter Details for the Student

#### Enter Student's First Name : First\_Name

#### Enter Student's Last Name : Last\_Name

#### Enter Student's Course Grade : A

#### Enter Student's Course Score : 84

#### Enter Student's GPA : 2.0

#### First\_Name

#### Last\_Name

#### A

#### 84

#### 2

# C++ Library - <iomanip>

#include<iomanip> is a library that is used to manipulate the output of C++ program.

[**setprecision**](https://www.tutorialspoint.com/cpp_standard_library/cpp_setprecisiond.htm)**(n)**

It is used to set decimal precision.

[**setw**](https://www.tutorialspoint.com/cpp_standard_library/cpp_setw.htm)

It is used to set field width.

**Some important manipulators in <ios> are:**

1. **Fixed:** It means that the floating-point values will be written in fixed point notations.
2. **Left:** It adjust output to the left.
3. **Right:** It adjust output to the right.

# LAB TASKS:

## Task - 01:

Write a program that prompts the user to input the speed of a vehicle in kilometers per hour (kmph). The program should then convert the speed of the vehicle into miles per hour, and display the output, rounded to two decimal places, in the following format:

**Output:**

34 kmph is equal to 21.12 mph

**Hint:**

1 kmph = 1.609344 mph

## Task - 02:

Write a program that asks the user to input the size of an array. The program should then ask the user to input the elements of the array. The program should iterate through the array and then display the smallest element inside.

**Input:**

Array size: any number of your choice, but should be greater than 1.

Array Elements: any number of your choice.

**Output:**

The smallest element in the array.

## Task - 03:

Using 2-D arrays, write a program that allows the user to input two, 3x3 matrices. The program, display the matrices, add them, and output the resultant matrix.

**Input:**

Can be any random numbers

**Ouput:**

The output should follow the highlighted format:

1 2 3

4 5 6

7 8 9

## Task - 04:

A storehouse in your area wants you to help them by creating a software that can store a list of the items and their amounts in their storehouse. Create a structure named **StoreHouseItem** and create variables for the following:

* Item name
* Item quantity

Write a program which allows the user to input the item names and quantities. It should then display a list of all the items and quantities.

For the sake of simplicity, assume that the storehouse only stores 5 types of items. (**Hint:** Use an array of size 5)

**Input:**

Three item names with their quantities.

**Output:**

Item name Quantity

Item 1 3

Item 2 6

Item 3 9

**Note:** Items are left aligned and quantities are right aligned.

## Task - 05:

A phone company wants your help to create a telephone directory. Using structures, store the following information that they want to manage:

* Person Name
* Area Code
* Telephone Number

Create a structure called **TelephoneRecord** to store the data. Assume that the maximum number of telephone records can be 10. Create an array to store the information. The program should allow the user to, add, display and update the information through a menu. (**Hint:** use do-while loops, for displaying a specific record, use array indices)